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How to Implement a Human
Machine Interface Using the
Touch Sensing Software Library

1 Introduction

This application note shows you, how in fourteen steps,
to write your first touch sensing application (“from
scratch™) using the Touch Sensing Software (TSS)
Library. After configuring, touching a sensor turns on a
LED. In addition, you will be able to turn on a virtual
LED from within the CodeWarrior debugger.

There are two “Extra Credit” sections. The first, shows

you how to add a second sensor and LED. The second,

shows you how to view, touch, and release events in the
CodeWarrior Debugger.

Although this application note uses the Freescale
TSSEVB, the same procedure can be used to create touch
controls using virtually any Freescale 8-bit MCU.

The hardware used is the Freescale TSS evaluation board
(TSSEVB). The touch pad used is assigned as shown in
Figure 1. The LED associated with the touch sensor is
also shown.
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Introduction

Touch sensor

Blue LED— Lights up
when a touch sensor
is touched

Figure 1. TSSEVB

Learn how to also use the debugger visualization tool in the CodeWarrior debugger containing three
objects. One is a LED object that changes from green to blue when the electrode is touched. The other two
objects display the value of the capacitance using a bar, graph and text.

#* visualizationTool = |EI Ill

| Display Mode |

V|| || %] x| 2]

D) e

Figure 2. Debugger VisualizationTool

NOTE

The LCD display is not used in this application note. The demo software
included with the TSSEVB has an LCD driver support. After you
understand the TSS basics, you should be able to bind touch events to the
LCD display.

The TSS library has many enhanced features including:

Configurable number of electrodes from 1 to 64
Configurable number of keypads, rotaries, and sliders
Configurable electrode sensitivity

False detection prevention against external environment
Electrode fault detection

Use of any standard MCU 1/O as an electrode

Only one MCU timer is used
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Background Information

2 Background Information

To take full advantage of the application note, you need CodeWarrior Version 6.2 (or later). With Version
6.2, you must install the 6.2.2 patch. This patch is needed to support the Freescale open source background
debugger (OSBDM). Make sure to install the latest CodeWarrior patch for the HC9S08SG32, the TSS
library and the code generation tool; System Setup GUI.

The TSS library documentation can be found on the Freescale website. This includes the TSS API
reference manual (TSSAPIRM) and the TSSEVB user guide (TSSEVBUG). The TSSAPIRM details the
data structures, control registers, status registers, and macros used. It also contains appendices that discuss
the details of the touch sensing algorithms.

If you have another Freescale evaluation board, it is necessary to create touch electrodes. This can be as
simple as a wire connected from an available GPIO pin to a small copper pad (for example 1 cm x 1 cm)
with a 1 mega-ohm resistor connected to the pad and to the Vcc. Figure 3 is a crude but working four
electrode configuration mounted on a cardboard and connected to an MC9S08QG8 demo board.

Figure 3. Four electrode configuration mounted on cardboard

You can also order a touch pad Kit; part number KITPROXIMITYEVM. This kit connects to several
Freescale MCU demo and evaluation boards.

Figure 4. Touch pad kit—(KITPROXIMITYEVM)
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Part 1—Writing the Code

Step 1—Create the Project Using the Wizard

The first thing to do is to create a project in CodeWarrior using the project wizard. To start the
wizard, click File > New Project.

This brings up the following window, Figure 5.

Highlight, Microcontrollers New Project Wizard. Then enter the name of your project. In this case,
“My_Touch” was used.

Click the Set button to locate the project on your disk. This creates a folder called “My_Touch” on
your hard drive where the project is now located.
Click OK when finished.

hew x|

Proisct | Fie | Object |

Freescale M 3.2 Stationery Project narne:
8 Freescale MOX 3.3 Stationery IMy_TQuch
{8 Microcontrollers Mew Project Wizard

Lacatiar

D \ProfileshE0622\Myp Docume |8l

Addto Project ———————7
Project:

0K Cancel

Figure 5. New project window

In Figure 6 select the MC9S08L.G32 from the derivative list. This sets up the project to load in the
proper headers and the initialization files needed by the compiler. (If using another processor, select
that one instead). Highlight the HCS08 Open Source BDM for the debugger connection.

Click Next to finish.

x|
‘Wizard Map
Select the derivative you would like to use: Choose wour default connection:
Device and Connection E-HFSDS ;I po—
Project Parameters B HES0GA Farily Full Chip Simulation
- . HCS08D Family P&E Mulkilink/Cyclone Pro
&dd Additional Filez [} HCSOSE Family S HCSD

Processor Expert " HCSDBEL Family k=S IL>HICERIL Y
[F-HCS0EFL Family
- HCS08G Family
[ HCS08IM Family
HES08IR Family
-- HC50815 Family Connect ta the USE-based Freescale ;I
[ HCSOBLC Family HC508 Open Source BOM Cable.

HCS0SLH Family

el =l L]

< Back I Next » I Firish | Cancel |

Figure 6. Microcontroller New Project window—derivative list
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5. Next, Figure 7. Make certain that the language support is C as shown.
Click Finish when you are ready. This starts the project build process.

Microcontrollers New Project x|
Wizard Map .
Pleaze choosze the set of languages to be Project name:
supported initially, You can make multiple
My _Touich. m
Device and Connection selections. I - P
. Locatiorn:
Project Parameters [T Absalute assembly

|D AProfilesBBE224M) Documents\Freescale’ T
Add Additional Files

Set
Proceszar Expert

C4C++ Optians

PC-Lint C language support will be included in ;I
the project

-]

< Back I Hext > I Finish | Cancel |
Figure 7. Microcontrollers New Project window—language support

6. After a few moments, the screen appears as shown in Figure 8. The red check marks indicate that
the project has not been compiled. Go ahead and build the project by pressing F7, click the Make
icon ¢ or Project > Make. You should receive no errors and warnings. The red check marks must

disappear. The program does not do anything useful, but you can examine main.c by
double-clicking file name.

{44 Freescale CodeWarrior
File Edit Wiew Search Project Processor Expert Device Initialization window Help

A e loex<xhaA A EERsEER

=lol|

=l
My_Touch.mcp I
[ [ Hesos Open SouceBoM — ~ |k B ¢ B
Fies | Link Order | Targets |
¢ | Fie | Code | Data [ [-
# B3 Sources o bl
"3 ol main.c o b
#-{J Includes o v A
w {7 Libs v b
@ [#{] Project Settings o o=
[ |
9 files 0 o

Figure 8. Freescale CodeWarrior window
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Part 1—Writing the Code

3.2 Step 2—Adding the Library Files to the Project

CodeWarrior allows for many different ways to add files to projects. You can add them one at a time using
Project > Add Files, or drag them into the project window.

1. First, create a new group folder to hold the TSS files. Click Project > Create Group and name it
TSS. This places a new group folder at the top of the list as shown in Figure 9.

¥ | File
=0 ources
ol mainc
F-C] Includes
FH{Z7 Libs
FH_J Project 5 ettings

New group

Figure 9. New group folder window

2. Locate the library files that were installed when the TSS was installed. The default location is:
C:\Program Files\Freescale\Freescale TSS x.x\lib

It may be different, depending upon the directory you indicated during the installation. The “x.x”
is the version number.

3. Using Windows Explorer, highlight all 14 files in this directory and drag them into the TSS group.
Notice the cursor appears below the TSS folder. The result looks similar to Figure 10. There must
be at least 14 files added to the TSS group. A description of each file is found in the TSSAPI
reference manual.

My_Touch.mcp I

| Hespe OpensouceBOM -] R 1B W B &

Files | Link Order I Targets I

L | File | Code | D ata |‘
¥ 4TS5
W -8 CTS_Sensorc
-l CTS_Sensorh
w B TS5k
@R TSS_APLh
@l TSS_DataTypesz.h
-@ T$S_GPIO.h
-l TSS_StatusCodesh
@l TS5_SystemSetupData.c
-l TSS_SpstemSetupyal h
W B ATL Sensorc
-l ATL_Sensorh
-l ATL_Timerh
[l CTS_LowTupes.h
-l CTS_McuTppesh
= Sources
m main.c
{ZJ Includes 0
@0 Libs 12672
[#{Z] Project Settings 132

LI

il

o230 R e R R e R e R e R e e e R R e ]
i e e e R e e e e R e e R e ]
. . . .

[
[N
'y
o

[EQENCN Y N CyERER N TN T T TR ER ER EN CYEY TR

Figure 10. Directory

NOTE

Not all the files are required for this particular application note. Unused files
are simply not compiled and linked.
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3.3 Step 3—Create the System Setup Module

The system setup module is found in the low level interface and is configured in the TSS_SystemSetup.h
file. This module needs to be created.
The module contains several parameters including:
» Capacitive sensing method
» Drive strength
» Slew rate
*  Number of electrodes
* Port and pin for each electrode
*  Number of controls
» Control type
*  Number of electrodes per control
e Structure name
» Callback function name
* MCU timer module
* Instant delta values

This can be a large and tedious file to create, especially if there are many electrodes and controls.

Freescale provides a code builder program that does this automatically. This program is called the System
Setup GUI. This is a program that was installed on your PC when the TSS libraries were installed. The
default program location is:

Start>Programs>Freescale>Touch Sensing Software vx.x>System Setup GUI
When the program is launched, there are several options available. For this application note, one electrode,
one control, TPM1, and the ATL sensing algorithm are used.

1. In Figure 11 check the delta log array box. This creates a data array that contains the capacitance
sensing value minus the baseline value that is calculated when the TSS is initialized. This value is
used in the Debugger Visualization bar-graph control later on.

2. Next, define the GPIO pin assigned to the electrode EO. Check the box in the circle to bring up
another window. See Figure 12,

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0

Freescale Semiconductor 7



Part 1—Writing the Code
_icix]

Project  Generate Code!

r— Options —Electiodes ——————————————
Tatal Electrodes I 1 3: Electrode CH  Pin
Number of Contrals I 1 3. @ & A2
ATL Timer Used =l -
Sensing Algorithm & ATL € LTS
Usze Delta Log Array v

X

/ 7 Use GPIO Strength Mode [V
Delta log array box o d \

r— Controls
- Define the GPIO
pin assigned to the
EO

Figure 11. System Setup Creator
3. In Figure 12 looking at the TSSEVB schematic, notice that the electrode to activate is connected
to Port A, bit 2. Set the values accordingly.

Z Electrode 0 x|

Part: I.ﬁ. - I Bit: fr ==

k. | Cancel |

Figure 12. Electrode 0—TSSEVB schematic

At this point, a single electrode has been created, a single control, and the electrode assigned to the GP10
bit 2 on PortA, using the timer peripheral #1 (TPM1).

4. The last step is to define the control properties. Accomplish this by clicking the Control icon:
I This brings up the following window. See Figure 13.
In this window you can examine and edit:
— The Control Type (Keypad, Slider, or Rotary)
— The Number of Electrodes in the Control
— The Structure Name
— The CallBack Name
For this example, use the defaults.
Click OK button.

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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[ o |
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CallBack Marme

Cancel I

Figure 13. Control 0—Control Properties

Part 1—Writing the Code

5. The electrodes, GPIO pins, and the controls are defined. The code is ready to be generated. Click
Generate Code. Save it in the “My_Touch” folder. It is automatically named TSS_SystemSetup.h

file.

6. The system module file has now been generated, it is time to add it to the CodeWarrior project. As
before mentioned, drag the file TSS_SystemSetup.h file into the TSS group, or click Project >

Add Files.

7. After thisis finished, the TSS_SystemSetup.h appears in the project window. Double-click to view
its contents in the right panel as shown in Figure 14.

45 Freescale CodeWarrior - [TS5_SystemSetup.h]

Fila Edit VYiew Search Project Processor Expert

Device Initialization  Window Help

=lolx]
=12

AEEsEaer-xhBA AN EER s HE R

A wo g om- [ - o' - Path | D\Profiles\B5622'M.. AT55_SystemGetup.h <>

My _Touch mcp I e O
IﬂD‘HCSDSDpenSourceBDM jﬁ g V @ 5‘ : Touch Sen=ing Library Swvstem Setup File Z
- * Auto—gensrated by System Setup Creator Tool
Files |Link Drderl Targetsl *
* Thi= file contains electrode and other Touch Sen
# | Fie | Code | Data [9€ -] =/
¢ E-ST!T.SE_}SS BT R — 23803 10 * ﬂA #ifndef _ TSS_SYSTEM SETUF H
& | TTS Serworc - 0 0« = tdefine _ TSS SYSTEH _SETUP_H__
@ CT5_Sensorh il 0 o=
B TS5.0b 23800 1 =l
-0l TSS_APLh 0 0 = % Define CTS/ATL low layer sensing algorithm to be
- TS5_DataTypesh I o =
-@l T35_GPI0h ] o = #undef TS5_USE_CTS_LOW_LEVEL
- T55_StatusCodes.h 1] o = #define TSS_USE_ATL TLOW_LEVEL 1
" -{l TS5_SwstemSetupData.c i} 0 =
TS5 _SpstemSetuptialh 1] ] - #define TSS_USE_DELTA_LOG 1
B 755 Sy o =
w -l ATL_Sensorc i} 0e = R
- ATL Sensorh 0 0 = #define TSS_USE_GPIO_STREHGTH 1
B ATL_Timerh I o = .
8l CTS_ Low] ppes.h 0 0 = tdefine TSS_USE_GFIC_SLEW_RATE 1
@ CTS_McuTypesh i} 0 =l -
E&aSounes e 0. = #define TS5 _N_ELECTRODES 1 <% Hu
@ mainc 5 0 e = % Electrods's GPIOs configuration =~
F{ZT Includes I o =
20 Libs 12672 2245 - o #define TSS EO_F A
[#{_] Praject Settings 132 E + = #define TSS_EO_E 2 b
7% Controls configuration *-
tdefine TS5 _N_CONTROLS 1
#define TSS_CO_TYFE TSS_CT_KEYPAD
= #define TSS_CO_ELECTRODES 1
24 files 36610 2252 Line 1 Coll | |4] | LIJ
4

Figure 14. Freescale CodeWarrior—TSS_SystemSetup.h

Tip—Right-click any file and select “Open in Windows Explorer”. You can then see where the files are
located. Notice that when you dragged them into this project, only the links were placed. The library files

remain in their initial location.
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3.4  Step 4—Set the Interrupt Vector (IRQ)

In the previous Section 3.3, “Step 3—Create the System Setup Module,” TPM1 was defined as the timer
used to measure capacitance. When this timer overflows, an interrupt is generated and is serviced by the
TSS library. Each IRQ is assigned a number starting at 0, the reset vector. If you examine the
MC9S08LG32 reference manual MC9S08LG32RM, the vector number of TPM1 overflow is assigned as
\ector 6.

1. To add this vector to the project, open the prm file located in Project Settings > Linker Files
group. Double-click the Project.prm file.

{7 Libs
E=3 Project Settings
{3 Startup Code
=< Linker Files
“H burner.bbl
. JFioject.prm
‘-l Project.map

Figure 15. Project.prm file

2. At the end of the file, the timer overflow vector definition must be added:

VECTOR 6 ATL_Timerlsr
ATL_TimerISR is defined in ATL_Timer.h.

The last two lines of Project.prm must look as Figure 16:

YECTOR 0 _Startup % Reset wector: thiz iz the default entrv point for an application. =7
YECTOR 6 ATL Timerlsr % TS5 Timer TPH1 Interrupt %

Figure 16. Project.prm—Vector definitions

3.5 Step 5—Adding the MCU Initialization to main.c

In this step, add a function called MCU_Init(). This function initializes the MC9S08LG32 clocks and
other peripherals. If another MCU is used other than the MC9S08LG32, the code may have to be modified
accordingly. Please refer to the appropriate reference manual.

Tip—The Device Initialization feature of the Processor Expert can be used to create an MCU_Init
function.

1. Add the MCU_Init function to main.c

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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woid MCU Initi{woid)
SOFTL = 0bO00100011; <% Dizable COF, Enable Reset, Enable BEGD-HS *-
<% Configures= FEI mode, BUSCLE = 10 MHz =~

ICSC1 = 0b0OO0o0110;
ICSC2 = 0b0O00o0ooo:;
ICSSC |= ICSSC DME3Z2 MASE: 7% Hagimum frequency with 32,768 kHz reference -7

while(IZSC1 CLES!I=TICSSC CLEST): #%* Waits for the fregquency to be configure within
<% Enable Bu= clock of the HCU peripherals -

SCGC1
SCGC2

0b11111111;
0b11111111;

FPINPS: = PINPS:_SDA HASK|PINPS3 SCLHMASKE: »% Selects IIC module pins (OFTIONAL) =

Figure 17. main.c—MCU_Init function

3.5.1 Step 5—Add TSS_API.h to the project

The TSS_API.h contains all definitions and data types needed to access the TSS library.

1. Add the following line at the beginning of main.c
#include "TSS_API_h"

main.c must now look like Figure 18.

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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Part 1—Writing the Code

#include <hidef h: % for Enablelnterrupts macro *7
#include "derivative h" % include peripheral declarations *7
—» finclude "TS5 API h" % include Touch Sense Sof tware header file %7
void MCU Init(woid)
SOPTL = 0b0OO100011; <% Dizable COF, Enable Reset. Enable EBEGD/HS =

<% Configures FEI mode, BUSCLE = 10 HHz *~

ICSZ1 = 0b0O00O0O110;
ICSC2 = 0b0000OO0O0;
ICSSC | = ICSSC_DME3Z2 _MASE: <% Magimum frequency with 32.768 kHz reference =

while{ICSC1 CLESI=ICS5C CLEST)Y:; % Waits for the fregquency to be configure within
<% Enable Bu=z clock of the HCU peripherals *~

SCGC1 = 0b11111111;
SCGCZ2 = 0b11111111;

PINFS3 = PINPS3_SDaA_MASK|PINPS3_SCL_MASK: -#* Selects IIC module pins {OFTIONAL )
T

void main(woid) {

Enablelnterrupt=s; % enable interrupts *7
<% 1nclude your code here #*7

fori::) {
__RESET_WATCHDOG(); ~* fesds the dog *-
} % loop forever *7
<% pleasze make sure that you never leawve main *

Figure 18. main.c

3.6 Step 6—Add the TSS Initialize Function to main()

The TSS_Init function initializes all the data structures of the library and all the values needed to start using
it.

1. Add this function after the MCU_Init. It is important to have the MCU clock configured before
calling the TSS_Init function.

UINT8TSS_Init(void) void main(wvoid) {

MCT _Init(): <% Initializez MCU Peripheral=s %~
Input parameters: (woild)TSS _Init(): <% Initializes the Touch Sense Library #-
None Enablelnterrupts; <% Enable interrupt=s #*
for(::) {
Returns: __RESET WATCHDOG(): ~* fesds the dog %~
} <% loop forewver 7
STATUS_OK <% pleaze make sure that wou never leave main *®

Figure 19. TSS_Init

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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Part 1—Writing the Code

3.7 Step 7—Add the TSS Task Function to main()

The TSS_Task function performs all the tasks related to the TSS. The task function must be called
periodically to keep sensing the electrodes.

In Figure 20, the function is called in the main loop.

void TSS_Task(void) void main{wvoid) {

Input parameters: MCU _Initf): <% Initializes HCU Peripherals =~
Putp . (vold)TSS Init(); ~* Initializes the Touch Sense Library *~
one
Enablelnterrupts; <% Enable interrupts *-
Returns: forf: ) {
None
| TS5 Tasksa; <% TS5 main function %

~ RESET WATCHDOG{); ~#* fesds the dog =~
} #* loop forever =
<% pleaze mnake sure that wou never leave main *-

Figure 20. TSS_Task

3.8 Step 8—Set the Electrode Sensitivity and Enable the Library
Here, the electrode sensitivity threshold is set to a value of 32 counts (0 x 20). This is executed by calling
TSS_SetSystemConfig function. Add the two lines indicated in Figure 21.

woid main{wvoid) 4

MCT _Init(); <% Initializes HCU Peripherals #*-
FTFDD _FTFDD? = 1; ~s=et LED on PortF pin 7 to output

(wold)TSS_Init():

<% Stz the Se=zitivity value for sach Electrode #-
— > (voi1d)TS5_SetSystenConfigi{Sv=ten_ _Sen=itivity _Register, 0x20);

<% Enable the TS5 =~
—»(voi1d 1TSS _SetSystenConf ig{Sv=ten SvstenConfig Register, TS5 SYSTEM EH HMASK)

Enablelnterrupts; <% Enable interrupts *7

for({::) {
TS5 _Ta=sk():

_ RESET_WATCHDOG(): % feseds the dog =~
} % loop forever =
<% pleaze maks sure that vou never leawve main *7

Figure 21. TSS_SetSystemConfig function

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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NOTE

You can only set electrode sensitivities via this function. The value can not
be set directly. It is useful to adjust sensitivities for each electrode. They will
differ depending on the size of the electrode, PCB routing, the size of the
pull up resistor, and the thickness, and dielectric constant of the overlay
material.

If more than one electrode is defined, the second parameter would be:
System_Sensitivity_Register+n
Where n is an offset value. If it is not included, it assumes a value of zero and points to the first electrode.
The system configuration register has the following prototype:
UINT8 TSS_SetSystemConfig(UINT8 u8Parameter, UINT8 u8Value)

Input parameters:
usParameter—Code indicating the register value to access, such as System_Sensitivity Register,
or the System_SystemConfig_Register. These are defined in TSS_API.h.

u8value—The new desired value for the respective configuration register, such as a sensitivity
value, or a bit mask (for example: TSS_SYSTEM_EN_MASK). Bit mask definitions are
TSS_APLh

Returns:

STATUS_OK
ERROR_CONFSYS_OUT_OF RANGE
ERROR_CONFSYS_READ_ONLY_PARAMETER
ERROR_CONFSYS_ILEGAL_PARAMETER

Hint—You can find out where each function or bit-mask is defined by right-clicking the name and select
Go to the macro declaration.

3.9 Step 9—Configure the Keypad Decoder

This step configures the TSS Keypad Decoder. The TSS creates a structure that contains the status and
control value of the decoder. Examples include the auto-repeat rate, maximum number of touches, the
buffer location, and others. These are explained in more detail in the TSS API reference manual.

Two lines of code will be added using the TSS function TSS_KeypadConfig.

(void)TSS_KeypadConfig(cKeyO.Controlld,Keypad_Events_Register,
TSS_KEYPAD_TOUCH_EVENT_EN_MASK) ;

(void)TSS_KeypadConfig(cKeyO.Controlld,Keypad_ControlConfig_Register,
TSS_KEYPAD_CONTROL_EN_MASK|TSS_KEYPAD_CALLBACK_EN_MASK);

Notice that the first parameter passes the Controlld element of the cKeyO structure using standard C

methods to access an element in a data structure. Pay attention to the dot.
1. Add the following two lines as indicated in Figure 22.

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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Part 1—Writing the Code

woid main{wvoid) {

MCU _Init(): <% ITnitializes MCU Peripherals =
FTFDD _FTFDD? = 1; «sw=et LED on PortF pin 7 to output

(woild)TSS_Init():

<% Stz the Sezitivity walue for sach Electrode #-
(void)TSS SetSystenConfig(Sv=ten _Sen=itivity REegister, 0x20);

<% Configure the Touch Ewent *-
—»(woi1d ) TS5 _KevpadConfig{ckev(] . Controlld, Eevpad Event= Fegizter,
TSS KEYPAD TOUCH _EVEHNT_EH_MASK)

<% Enables the control and enables the callback function %]
—»(woi1d ) TS5 _KevpadConfig{ckev]. Controlld, Eevpad ControlConfig Fegister,
TS5 KEYPAD CONTREOL_EN_ MASE|TSS_KEVPAD CALLEBACE _EN_MASE):

<% Enable the TSS =~
(vo1d)TSS_SetSystenConfig(Sy=ten SystenConfig Register, TSSE SYSTEM EH MASK)

Enablelnterrupt=; <% Enable interrupt= *-

for({;::) {
TS5 _Task():

_ RESET WATCHDOS(): »# fesdsz the dog =~
} % loop forever *®-
<% pleaze make szure that yvou newver leave main *-

Figure 22. TSS_KeypadConfig

The TSS_KeypadConfig function has the following prototype:
UINT8 TSS_KeypadConfig(CONTROL_ID u8Ctrlid, UINT8 u8Parameter, UINT8 u8Value)

Input parameters:
usctrl1d—Identifier of the control to be configured (an element in a data structure). It is defined
in TSS_APLh
usParameter—Code indicating the register value to be configured.
u8value—The new desired value.

Returns:

STATUS_OK
ERROR_KEYPAD_ILEGAL_CONTROL_TYPE
ERROR_KEYPAD_READ_ONLY_PARAMETER
ERROR_KEYPAD_OUT_OF RANGE
ERROR_KEYPAD_ILEGAL_PARAMETER
ERROR_KEYPAD_NOT_IDLE

3.10 Step 10—Add the Callback Function

In this step, the callback function was added to main.c. This function was defined by the GUI tool in
Section 3.3, “Step 3—Create the System Setup Module,” on page 7, and the default name fCallBackO is
used.
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The callback function is used by the TSS to let the user know that an event in the electrodes status has
occurred.

The event that triggers the callback function can be configured by the user depending on the application
and the decoder type used. For example, you can have a callback when an electrode is touched or released.

Callback functions are assigned to controls in the TSS System Setup module, and one callback may be
assigned to different controls in the system. In this example, FCallBackO was dfined to be a keyboard
module.

1. Add the following lines of code in main.c.

void fCall1Back0 (UINTE® wBCtrlId) ~#% Callback function =~
TINTE ufKew: <% Local Variable to store the event information *7
while (1TSS _KEYPAD BUFFEE_EMPTY{cKev(ll) ~#% While unread event= in the buffer =~
, TS5 KEVEAD EUFFER READ(uBKey,ckevl) ;% Read the buffer =~

Figure 23. FCallBackO0

Hint—If you declare u8Key as static, the value can be viewed in the Debugger.
The function prototype for a callback function is:
void CallbackFuncName(UINT8 u8Controlld)

Input parameters:

Control 1d—Because the same callback function can be assigned to more than on controller,
Controlld indicates the control that generated the event. This parameter matches the Controlld field
in the control structure.

Returns:
None

The TSS library contains many macros that ease the programming task. The two macros used in the
callback function are TSS_KEYPAD_BUFFER_EMPTY and TSS_KEYPAD_BUFFER_READ.

The buffer read macro, TSS_KEYPAD_BUFFER_READ, reads the first event element from the buffer
and automatically updates the buffer read index register.

TSS_KEYPAD_BUFFER_READ(destvar,kpcsStruct)

Input Parameters:

destvar—Name of the variable where the first unread element will be stored. The most significant
bit of this variable indicates if the event was a touch or a release (1 touch and O release). The lower
six bits indicate the electrode number that reported the event.

kpcsStruct—The name of the structure assigned by the user in the SystemSetup.h file.

Returns:
None
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The TSS also features a macro that allows the user to know when the buffer event is empty. The macro
performs a comparison between the Buffer Read Index and the Buffer Write Index.

TSS_KEYPAD_BUFFER_EMPTY (kpcsStruct)

Input Parameters:
kpcsStruct—The name of the structure assigned by the user in the SystemSetup.h file.

Returns:

The macro performs a comparison between the first unread element in the buffer and the first free
element. When the two indexes are equal, it means that all the elements in the buffer have been
read. When the macro is called, it verifies if all the elements have been read and returns “1”. If not,
it returns “0”.

3.11 Step 11—Bind the Control to the Blue LED

This is the last step before compiling and running the project.
1. There are four blue LEDs on the top side of the TSSEVB. This example uses D1. It is connected
to GPIO Port F pin 7. Make it an output by placing the code following MCU_Init as shown:
wold main{woid)

HCT Initi); <% Initializes MCU Peripherals =7
FTFOD _FTFDD7 = 1: s~ ==t LED on PortF pin 7 to output]

Figure 24. MCU_Init—output

Persistent status of the touch panels are contained in a buffer called tss_au8ElectrodeStatus[n] where n is
the control number. The lower 6 bits contain the electrode that was touched, starting from 1 to 63. Because
there is only one electrode, check to see if it has a value of 0 x 01;

2. Add the following two lines inside the main loop after calling TSS_Task as shown:

for{;:) 1
TSS _Task({);
—»i1f{t== aulElectrodeStatu=[0] == 0x01) FTFD_PTFD7=0: ~* turn on LED i1f touched =~
—» gl=e PTFD _FTFD7=1; % Otherwize turn it off =~

Figure 25. TSS_Task

You are now ready to compile the code. Press F7 to compile, or use Project > Make from the pull-down
menu. You can also click the Make icon <& in the project window.

You should see one warning and no errors. If you get errors, recheck your code.

NOTE

A complete listing of main.c is shown in Appendix A, “main.c Program
Listing”.
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4 Part Il—Debugging and Testing

4.1 Step 12—Download and Run the Program
Time to download and run the code; assuming you were able to compile without errors in the previous step.

Make sure that J8-OSBDM on the TSSEVB is connected to your PC using the USB cable. This connects
the open source background debugger module (OSBDM) to the debugger. The OSBDM is a separate
Freescale HC9S08JM60 MCU mounted underneath the PCB.
NOTE

The first time the USB cables connected to your PC, Microsoft Windows

starts a wizard to load in the proper USB driver.
Make certain that a jJumper is connected between pins 1 and 2 of J4 (USB POWER SEL). This provides
power from the USB to the TSSEVB.

1. From inside CodeWarrior, launch the debugger. This can be executed a couple of ways: Press the
F5 key, or click the Debug Icon T, .

2. A Loader Warning pops up.
Click OK button.

LOADER WARNING | x| |

The debugger iz going to mass eraze the non
wolatile memorny [eeprom and flazh] of the
curent device, then program the applicatian.

Abort |

[T Do ot dizplay this meszage anymare
for thiz project.

Figure 26. Loader Warning

The program is loaded in the flash and the following screen appears, Figure 27.
1. The program has halted at the first line of main().
2. To run the program press F5, Run > Start/Continue, or click —

How to Implement a Human Machine Interface Using the Touch Sensing Software Library, Rev. 0
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i% True-Time Simulator & Real-Time Debugger D:'\Profiles',r65622 My Documents'Freescale’,TSS Touch Sensing Software ), 155 — |EI |£|
File Wiew Run HCS0S FSL Open Source BDM - Component  Command  Window  Help
D|@a| &[m|e] 28] -a|z|e|«]+] 2
[ AT [ ety _loix|
[ WProfilestEBE224My D ocumentstFreescalet TS5 Touch Sensing 5 oftwares TS5 FAE Trainings.. |Line: 37 i
woid main(woid) {E ;I ISR MCU Init] ;I
BSET 7,_PTFLD.Byte
MCT Initci);: /% Initializesz MCU Peripheralszs %/ JSE TS5 _Init _I
PTFDD_FTFDDT = 1; /et LED on PortF pin 7 to output _I LDX #0x08 J
-
[woild) T35 _Init();
- Register _ ol x|
(v0id) TS5 SetiystemConfigiiysten Sensitivity Register, 0xZ0); - HCS08 | At
d Ml [o
T |
i SR [6A Status | vAINZC
PC [5102
main 1)
<E80Z> =10||

=Io/x|

Auta [

main.c [ & | Symb [Global ||o0zs oo oo oo 00 00 00 00 0O ........

SOPTL 1> wolatile SOPTLSTE A ||J0030 00 00 OO0 OO0 QO OO0 00 00 ........
Icscl 1> volatile TCSCLSTR 0035 03 00 35 083 00 00 FF OO ..5.....

- X 0040 00 00 00 00 00 00 00 00 ....eeus
IC5C2 <1> wolatile IC3CZ5TR
_ICSSC 1% wolatile TCSSCSTR 0048 00 00 00 1F 00 00 00 00 ........
TSl clb welavile SEGEIETR 050 00 0D 00 0D TF 00 FF D0 ... =l
SCGCZE <1> wolatile JCGCEZSTR -

- - _lolx]
Data.Z ;Iglil Postload command file correctly executed. -
[ [main [Auto [ Spmb | Local main 0x5102 T

STARTELD
FUNNING
Ereakpoint _I
ins| -
i M 4
For Help, press F1 |Aut0matic (triggers, breakpoints, watchpoints, and trace possible) |MC9508LG32 |Breakp0int 4

Figure 27. True Time Simulator and Real Time Debugger

3. The program must now be running. This is indicated by the message on the bottom left side of the

screen as shown in Figure 28:

|RUMMING

i

Figure 28. Running screen

4. Try touching the pad. If the LED D1 lights up then you have succeeded.

4.2

1. Halt the program by pressing F6 or clicking i[
Chances are, the program halts in a random area of the program. Load the main.c source code back

into the Source Window.

Step 13—Inserting a Breakpoint and Viewing Variables

2. Place the cursor inside this window and right-click. Then click Open Source File.
3. The following lists all the source windows you can load. Select main.c and click OK.
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SourceFiles x|

ATL Senzorc

ATL Timer Low.c 0k
RTSHCO8.C
Start08.c Cancel

T55_FKeyDetector.c
T55_KeypadDecoder.c
T55_Main.c

T55_SvstemSetuplata.c
Help |

Figure 29. Source Files

Alternatively, you can double-click main() in the Procedure window as shown below:

ﬂ Procedure

|main-extra credit e Address: 0x9455

ATL BampleE0 {)
ATL_SampleElectrode (uSElecMNum=0)
T35 _FeyDetectorMain ()

T35 Task ()

'ain [l

<HLE6

Figure 30. Procedure window

4. With main.c shown in the Source window, scroll down main loop. Place the mouse cursor
somewhere in the middle of the line PTFD_PTFD7=0; . Right-click and select Set Breakpoint. A
small red arrow must appear.

TS _ioix
|D:4Profiles\BEE224My Documents\FreescaleT55 Touch Sensing Softwareh TS5 FAE Training.. |Line: 56
fori:;) {® il
Ta% Task();

ifitss_auBElectrndEStatus[EI]-:H PTFD_FPFTFD7=0; /% turn on LED if touched
else PTFD_PTFDT7=1; /% Otherwise turn it off %/

__FERZET _WATCHDOG(); /* feeds the dog */ _I
[y /% loop forewer */
7 please make sure that you never leawe main *7 -
K1 M 4

Figure 31. Source window

5. Start the program by pressing F5 or clicking the Run icon =" . When you touch the pad, the
program breaks. You can now single step through each line by pressing F10 or clicking the Step
Over icon. =#|
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6. Inthe Data:1 window, scroll down and expand the variable tss_au8ElectrodeStatus. Notice
that, it is defined as an array of length one. Click “+” to expand the tree. It contains a value of 1,
meaning that the electrode was touched. This variable is used in the next step.

ol

|address: 04120 Size: 1 |main.c | &uto | Symb | Global
PFTFDD <1> wolatile PTFDDITE il
ERr=z auSElectrode.,. 1> array[l] of unzsigned char

[o] 1 unsigned char
_PTFD <1> wolatile PTFDETR _I
_ZRS 1> wolatile SESSTR

Figure 32. Data:1 window

7. Add a new variable to the Data:2 window. Right-click in the window and select Add Expression.
Enter the variable tss_ai8InstantDelta. This is the measured capacitance value. There is a
difference (delta) between the baseline (untouched) value and the measured value.

8. Click the “+” to see the value. In this case, it is 127. This value is used later on. It may be different
depending upon how hard you touch the pad. A very light touch would give a lower result. Notice
that the program does not halt until the delta value is above 0 x 20 which you set with the line of
code:

(void)TSS_SetSystemConfig(System_Sensitivity_ Register,0x20)

o/

|&ddress: 041 2E Size: 1 [mair | Auta | Semb | Local

E@t=s aifInstantDe. . =<1>= array[l] of =zigned char
[0] 127 signed char

Figure 33. Data:2 window

4.3 Step 14—Adding a Visualization Tool
The CodeWarrior tool kit has powerful features, including a visualization tool. Use this to create widgets
that display and modify the program memory.

1. Click Component>Open.

2. The following window appears (Figure 34). Scroll down until you see the VisualizatoinTool icon.
Highlight it and click the OK button.
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Open Window Component

lean | List | Details |

ad B o8 0 T

Source Stirnulatian T aillight

w5 (O

Terminal Trace Wizualizationtaol

B

*inlift -

Cancel

Help

Browse

RN,

Figure 34. Open Window Component—YVisualizationtool

3. Place the cursor somewhere in the middle of the screen and right-click. Select Add New
Instrument >LED. See Figure 35.

# visualizationTool |E||£|
Edit Mode  |Mo Instrument zelected

e EEEE e R EE T E

Properties Chrl+P I

Add New Instrument Analog
w Edit Mode Chrl+E &)
Knob
Load Layout. .. Chrl+L 7 Segment Display
Save Layout as ... Chr+S LED
Recent Layout Files 3 Eitrnap
Skakic Texk

Value as Text
Relative VYalue as Text
Command

Command Callback
DIL Switch

Swtikch

Chart

Figure 35. VisualizationTool

4. Place the LED in the upper left side of the screen. Use the drag bars around the LED to increase
the size. Reduce the size of the screen to for a better look. You must now have a window that looks
like Figure 36.
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@ visualzationtool SA=TE]

| Edit Mode  |Mo Instrument zelected

¥ =] sl|| %] .
®

Figure 36. VisualizationTool with LED

5. Next, the LED turns on when the touch pad is touched. Double-click the LED. This brings up a
Properties menu. See Figure 37.

6. Set the properties as follows:
— Kind of Port—Choose, Expression
— Port to Display—Enter, tss_au8ElectrodeStatus[0].
— Color if Bit==1—Select blue.
— Press Enter

Eind aof Part; IE:-:pressiu:un j
Part to Display: |_auSElectradeS tatuz(0]
Bitrmber to dizplay: ID J

ChortE=0 v [
CortBi= 7 |

Figure 37. Properties window

7. Indicate to CodeWarrior how often to update the LED value. Click the Properties Icon EI" (or
right-click in the window and select Properties). Set Refresh Mode to Periodical. Set Refresh Time
to 1 (every 100 ms).

Close the window.
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8.

10.
11.
12.
13.

14.
15.

Editrnode: I On
Dizplay Scrollbars: I'.r_-,'ut,:,
Display Headline: I e
Display T oolbar: I On
Background Calor: |

Grid Mode: I ] i

Size of Grid; J20

[arid| Calar |

Refresh Mode: I Periadical

2 I

Fefresh Time [100 ms]: m E

Figure 38. Properties window

It is necessary to remove the break point set earlier in Section 4.2, “Step 13—Inserting a
Breakpoint and Viewing Variables,” on page 19 before trying out. There are a couple of ways to do

this:

— Right-click in the area to the right of the break point icon and select Disable Breakpoint or

Delete Breakpoint

— Right-click in the source window and select Show Breakpoints, then click the Disable button.
With the break points disabled, press F5 or click the Run icon. When you touch the pad, the LED

should change its color to blue.

Next, add a text value to update the delta value and a bar-graph to show this value visually.

Add two more instruments: Value as Text and Bar.
Double-click the Bar instrument.

For the Bar Properties, enter:

— Kind of Port—EXxpression

— Port to Display—tss_ai8InstantDelta[0]
Close the window.

Double-click the Value as Text instrument.
Enter the following properties:

— Kind of Port—Expression

— Port to Display—tss_ai8InstantDelta[0]
Close the window.
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=

[Digplay Mode |

Y] =] <] =l

9 mm 48 |

|‘i.il'alue o ac |

Figure 39. Visualization setup

16. Press F5 to run, if it is not already running; see the results in Figure 39. If the EditMode button ¥
is enabled, you can change the colors and fonts as you go along. Try changing the bar color to blue.

17. After you are finished, save your Visualization setup. Otherwise, it erases the next time you run the
debugger. Do this by File > Save Configuration.
NOTE

If the Visualization window disappears, it is probably behind other
windows. You can bring it to focus selecting Window > VisualizationTool.

5 Part Ill—Extra Credit

In this section, another electrode is added to the Keypad Control. In this case, the LED is located in the
center of a touch pad.

Blue LED light
when touch
Sensor is
touched

-
-
=

L
B
B

Touch sensor

Figure 40. TSSEVB

The first thing to do is generate a new TSS_SystemSetup.h header file to add the second touch sensor
properties and to inform TSS of the new configuration. Use the same GUI program as shown in
Section 3.3, “Step 3—Create the System Setup Module,” on page 7.

1. Add an electrode to the Control CO.
— Total Electrodes—2
— Number of Controls—1
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— ATL Timer Used—TPM1
— Use Delta Log Array—Checked

Looking at the TSSEVB schematic, the electrode to use is at Port H, bit 6.
2. Click the E1 check box and enter Port—H, Bit—®6.

_i1x]
Project  Generate Code!
— Optiong — Electrodes
Total Electrodes I 2 3: Electrode CH  Pin
Mumber of Controls lﬂ ¥ E0 co Az
ATL Timer Used [rewi =] =
Sensing Algorithm & ATL LT3
Usze Delta Log Armray v
Use GPID Strength Mode
Use GPID Slew Rate 4
r— Caontrolz 1
x|
- Port: IH vl Bit: I 3 3:
()8 | Cancel |

Figure 41. System Setup Creator window

3. Click CO S button.

4. Make sure to set the Number of Electrodes in Control—2.
Click OK button to finish.

Contral Type |KE‘T’F'£-‘«D |
Mumber of Electrodes in Contral I 2 3:
Structure Mame Iu:Ke_I,IEI

CalBack Mame IfEaIIE acki

k. I Cancel

Figure 42. Control 0 window

5. Save the new file by clicking Generate Code. Save it to the same location that you stored
TSS_SystemSetup.h file. Click Yes when asked if you want to overwrite the file.

6. When finished, CodeWarrior notices that the file has changed and asks if you want to reload it.
Click Yes.

Examine the new TSS_SystemSetup.h file. Notice the changes.
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7. Define the LED GPIO pin. Looking at the TSSEVB schematic, notice that it is connected to Port
G, bit 6. Make it an output by adding the following line of code:

MCT _Init(): <% Initializes MCU Peripherals *-
FTFDD_FTFDD? = 1;: ==t LED on PortF bit 7 to output
—PTGDD PTGEDDE = 1  ~«wExtra Credit — ==t LED on Port G bit & as output

Figure 43. TSSEVB schematic

Because a new electrode was added, specify the sensitivity value. In the previous example a value of 0 x 20
was used. Because this electrode is smaller, make it more sensitive by setting it to 0 x 10 (lower numbers
increase sensitivity).

8. Add the following line of code shown in Figure 44:
(void)TSS Init():

(woid)TSS_SetSystenConfig(Sy=ten _Sen=zitivity _Regi=zter, 0xZ0);
——(vo1d)T55 SetSy=tenConfig{Sv=ten Sen=itivity Regiszter+l, 0x10) ;. ~Extra Credit

Figure 44. Sensitivity code

9. Finally, bind this touch pad to the LED. In this case, the touch status is in bit 1 of the
ElectrodeStatus register. Compare it to the value of 0 x 02. Add the following two lines shown in
Figure 45,
for{::) {

TS5 _Task({):

1f{t==s aubElectrodeStatu=s[0] == 0=x01) PTEFD PTED7=0; ~#* turn on LED i1f touched =
el=ze PTFD PTFD7=1: % QOtherwisze turn it off =~

~<Hext two lines are Extra Credit
—— 1f(t== aufElectrodeStatu=[0] == 0x02 ) PTCED FTGDE=0; % turn on LED if touched -
— » gl== PTGD FPTEDE=1; <% Otherwis=e turn it off =~

_ RESET WATCHDOG( ) «#* fesds the dog =~
} % loop forever -7
<% pleaze mnake sure that vou never leave main *

Figure 45. Compare code

10. Compile and run the program. You now have two independent touch pads that activate two LEDs
when they are touched.

11. To complete the Extra Credit exercise, add a new LED and Slider to the Visualization tool. Add
another LED, Text, and Slider control as shown (you can use Copy-Paste).
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_iolx]

| Display Mode |
N || =] <] s
~l
@ | |
|‘F.i’alue: 0 |
@ | |
|‘|i.i|’alue: 0 | j

Figure 46. VisualizationTool

12. For the LED control, change only BitNumber to Display—1.

Kirnd of Port; IEHD[ESSiDn j
Part ta Display: |_auBE lectradeStatus{0]
Bithumber ta display: I 1 j

Figure 47. LED control
13. For the Slider and Value-as-Text controls, change Port to Display— tss_ai8InstantDelta[1].

Eind aof Part:; IE:-:pressin:nn j
Port to Dizplay: [ts2_aiflrstantDelta[1]
Figure 48. Slider and Value-as-Text control

14. Save your configuration.
Run the program and observe the results.
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6 Part IV—EXxtra-Extra Credit

In this section, observe how TSS manages touch-on and touch-release events.

In Section 3.10, “Step 10—Add the Callback Function,” on page 15, the
TSS_KEYPAD_BUFFER_READ macro reads the event buffer. The lower 6-bits indicate what keypad

was touched.

7 g 5 4 3 2 1 (]
A| Ewvent Type Key Mumber
W
Reset: — — — — — — — —
Signal Description

Evant Type | Indicates the type of event registarad in the buifer
1 — Release event
0 = Touch event

Key Mumber | Determines the key on which the event has occurred
0-63 — Key presaenting the event

Figure 49. Registers and description

The first thing is to change the “Keypad Events Register” value. This register is shown in Figure 50.

7 6 5 4 3 2 0
R Buffer Kays Buffer Auto-Repeat Release Touch
Max Keys Flag| Owverflow Excesded | Full'Overflow En ahlgr Evant Evant
w Flag Enablar Enabler Enabler Enabler
Resst: 0 0 0 0 0 0 0

Figure 50. Keypad Event Registers

Events Register as shown below:

(void)TSS _KevpadConfig(cEev(l . Controlld. Eevpad Event= REegizter.
TSS_KEYPAD TOUCH EVENT EN MASE |TSS _KEVPAD RELEASE EVENMT ENM MASE)Y

Figure 51. Keypad Events Register code

Hint—You can also replace the bit mask definitions with a number that simplifies typing. In this case, the
code is reduced to:

(vo1d)iTSS KeypadConfigi{cKevyl . Controlld, Kevpad Events Register, 0x3d):

Figure 52. Reduced code
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Configure the callback function so the application can determine if the event was a touch or a release.

1. This CallBack function monitors bit 7 and increments a count value accordingly. Change the
CallBack function to look like the code in Figure 53.

TIHTE udKev: <% Local Variable to =tore the event information *7

while (ITSS_KEEVPAD BUFFER_EMPTY (cEevw(ll) ~%* While unread events in the buffer

TSS _KEYPAD BUFFER_READ{uBKey.cKEev(l):-* Head the buffer =~
if (uBKevy & 0x30) <% If the event was a releazs *-

ufReleaseCount++; ~% Increment the Release Count *7
bl;e
. udTouchCount++; % Dtherwvise increment the Touch count *-
¥
Figure 53. New code for CallBack function
2.

The count values need to be declared as global variables. Add the following two lines immediately
after the inclusion of the header files as shown in Figure 54.

#include <hidef h: % for Enablelnterrupts macro *7
finclude "deriwvative . h' % include peripheral declaration=s 7
finclude "TSS_API . Lh" % include Touch Sense Software header file =7

—TINTE ulTouchCount ;
—»TIHTE8 ulFelesaseCount ;

Figure 54. Two lines of code added
3. Compile and debug the program.

Before running the program, right-click inside the “Data:2” window, and a menu will pop-up.
Choose Add Expression.

5. In the dialog window that opens, enter in u8TouchCount

x|
IuETnuchEDunﬂ
(] Cance

Figure 55. Add Expression
6. Repeat this step and add the expression usReleaseCount.

In Figure 56 the Data:2 window now displays both global variables.
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i
| | |Periodic | Symb | Local

usdTouchCount 0 unsigned char
udReleaseCount 0 unsigned char

Figure 56. Global variables

Normally, these values are updated only when you stop the program. Add the ability to sample and update
the display periodically (every 100 mS).

7. Right-click inside the Data:2 window and select Mode > Periodical.

Add Expression. ..
Set Trigger Address A...
Set Trigger Address E...
Triggers Settings b
Cpen Trigger Setkings Dialog. ..
Trigger Module Usage 3
Z00rm b
Scope k
v Periodical...
F L
Ou:ur;na Locked
FHEITE Frozen
Sork
Refresh

Figure 57. Data:2 window

8. Enter 1 for the Rate and click the OK button.

x|
Fate: I *100 mz

™ Refresh memony perindically when halted
ak. I Cancel |

Figure 58. Update Rate

9. Run the program and observe how these count values change when you touch and release the pads.
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Appendix A main.c Program Listing

#include <hidef._h> /* for Enablelnterrupts macro */
#include "derivative.h"™ /* include peripheral declarations */
#include "TSS_API.h" /* include Touch Sense Software header file */

void MCU_Init(void)
{
SOPT1 = 0b00100011; /* Disable COP, Enable Reset, Enable BKGD/MS */

/* Configures FEl mode, BUSCLK = 10 MHz */

ICSC1
1CSC2

0b00000110;
0b00000000;

ICSSC |= ICSSC_DMX32_MASK; /* Maximum frequency with 32.768 kHz reference */
while(ICSC1_CLKS!I=I1CSSC_CLKST); /* Waits for the frequency to be configure within the MCU */
/* Enable Bus clock of the MCU peripherals */

Ob11111111;
Ob11111111;

SCGC1
SCGC2

PINPS3 = PINPS3_SDA_MASK]PINPS3_SCL_MASK; /* Selects I1IC module pins (OPTIONAL)*/
}

void fCallBackO (UINT8 u8Ctrlid) /* Callback function */
{

UINT8 u8Key; /* Local Variable to store the event information */

while (YTSS_KEYPAD_BUFFER_EMPTY(cKey0)) /* While unread events in the buffer */
{

}

TSS_KEYPAD_BUFFER_READ(u8Key,cKey0);/* Read the buffer */
¥
void main(void) {

MCU_Init(); /* Initializes MCU Peripherals */
PTFDD_PTFDD7 = 1; //set LED on PortF pin 7 to output

(void)TSS_Init();
(void)TSS_SetSystemConfig(System_Sensitivity Register,0x20);

(void)TSS_KeypadConfig(cKeyO.Controlld,Keypad_Events_Register,
TSS_KEYPAD_TOUCH_EVENT_EN_MASK) ;

(void)TSS_KeypadConfig(cKeyO.Controlld,Keypad_ControlConfig_Register,
TSS_KEYPAD_CONTROL_EN_MASK|TSS_KEYPAD_CALLBACK_EN_MASK) ;

(void)TSS_SetSystemConfig(System_SystemConfig_Register, TSS_SYSTEM_EN_MASK);

Enablelnterrupts; /* Enable interrupts */

for(G;) {
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Part IV—Extra-Extra Credit

TSS_Task();

if(tss_au8ElectrodeStatus[0] == 0x01) PTFD_PTFD7=0; /* turn on LED if touched */
else PTFD_PTFD7=1; /* Otherwise turn it off */

__RESET_WATCHDOG(); /* feeds the dog */

} /7* loop forever */
/* please make sure that you never leave main */
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